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Abstract
The identification of the factors that condition a software programmer’s productivity remains a key challenge for both scholars and practitioners. While a number of studies have focused on the impact of one or a few particular factors, the way these factors jointly condition programmer productivity is still unknown. This paper presents a conceptual model aimed at a comprehensive understanding of the factors that complement each other to govern the productivity of a software programmer. The model is based on complementarity theory and its systems approach and addresses an individual worker’s productivity, which accounts for cognitive, technological, and organizational characteristics. The analyzed factors are organized into a system of complementarities, offering two propositions that specify the conditions of a programmer’s productivity. The model’s key contribution lies in its unique configuration of two systems of complementarities, which have the potential to add to the literature on the productivity of software programmers. The proposed model can be employed as a guidance for the design of empirical investigations of the conditions of individual software programmers’ productivity as well as information worker productivity in general.
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1 Introduction
The notion of software programming, as a central activity of a system development, constitutes one of the oldest research domains in the Information Systems literature (Kirikova et al., 2012). The determinants of software programmers’ productivity have always been a concern for researchers (Petersen, 2011). Several studies report the importance of different factors, including IT tools, work tasks, and personal and organizational characteristics that condition the productivity of software programmers (de Barros Sampaio et al., 2010). However, addressing these factors as independent from each other does not provide a comprehensive understanding of productivity. The recent literature demonstrates that, to obtain a productivity gain from an information worker, it is necessary to focus on how the conditioning factors complement each other and jointly govern the productivity (Brynjolfsson and Milgrom, 2013). The literature, however, does not identify the factors that need to be synchronized to increase individual programmer productivity. Therefore, the objective of this paper is to develop a model that specifically identifies the factors that, when synchronized together, condition the productivity of an individual software programmer.

In this paper, we propose a model to guide empirical research on individual programmer productivity growth, where cognitive, technological, and organizational factors are synchronized into a system of mutually interacting factors. All included factors are obtained from existing independent empirical studies (Ahearne et al., 2005; Amabile, 1996; Baer et al., 2003; Benbasat and Dexter, 1985; Hayes and Allinson, 1997; Kirton, 1976; 1994; MacCormack et al., 2001; Riding and Douglas, 1993). The uniqueness of the proposed model lies in the specific combination of these elements into a system of complementary factors. The aim of this study is to enable a better understanding of how the individual
productivity of software programmers can be improved and provide clear strategies for the management of individual productivity.

The remainder of this paper is organized as follows. Section 2 revisits the literature on the productivity of software programmer and information worker productivity. Section 3 provides the research model formulation. Section 4 summarizes the propositions that describe a software programmer’s productivity. Section 5 ends the paper with a discussion of the potential contributions of this model and its limitations.

2 Literature Review

Previous studies show that the programmer is a particular instance of a broader category of information worker (Lal, 2005), sometimes referred to as knowledge worker (Davenport, 2005) or white-collar worker (Kelly, 2008). An essential characteristic of information workers is that they primarily receive and process information and, then, generate information as an output, as compared to the physical worker’s processing matter (Wolff, 2005). Some studies show that, while the various conditions of information worker productivity versus physical workers may differ (Drucker, 1999), they tend to be homogeneous within the two categories (North and Gueldenberg, 2011). Therefore, we review both studies on information worker productivity and on the productivity of software programmers, at the individual level.

Peter Drucker, a key advocate of the notion of information workers and their inherent peculiar character, proposed that the fundamental determinants of information worker productivity include task definition, degree of self-management or autonomy, continuous innovation, learning and skill development as part of the work, and focus on quality rather than quantity (Drucker, 1999). Independent information worker studies show that central determinants of information worker productivity include cognitive styles of workers (Agarwal and Prasad, 1999; Zmud, 1979), motivation (Frey and Osterloh, 2002), training for skills (Kessels, 2001; Kraiger, 2003), decision-making structures or degree of autonomy (Kozlowski and Bell, 2003; Schneider and Smith, 2004), type of work processes (Parker et al., 2001; Sokoya, 2000), including multi-tasking (Appelbaum et al., 2008; Bell et al., 2005) and technology support, particularly the use of IT systems (Aral et al., 2012; Jain and Kanungo, 2005).

Some studies on software programmer’s productivity demonstrate that the productivity of a software programmer may be conditioned by an array of factors, including the work processes utilized (Banker et al., 1991; Cockburn and Highsmith, 2001; Jiang et al., 2007), the project management practices adopted (Jones, 2000; Sharp et al., 2009), the IT tools employed (Banker, 1987; Clincy, 2003), the programming languages utilized (Jiang and Naude, 2007; McConnell and Complete, 1993), the quality of requirement specifications provided (Lokan, 2001; Seacchi and Hurley, 1995), the programmer’s characteristics (Capretz, 2003; Cougar and Zawacki, 1980; Darcy and Ma, 2005), and various organizational factors, such as decision-making (Tessem, 2011; Toffolon and Dakhli, 2007) and organizational culture (Donaldson and Siegel, 2001; Wagner and Ruhe, 2008). A key limitation of this vast body of research is that each study investigates a particular factor in isolation (Ondrej et al., 2012); also, these studies typically are context dependent (de Barros Sampaio et al., 2010).

Over the last decades, a specific theory of complementarities has been advanced, and its most elaborated notion is provided by the recent developments in organizational economics (Roberts, 2007). This offers a specific conception of how various organizational practices may fit each other and which patterns of fit may exist to produce a desired outcome (Brynjolfsson and Milgrom, 2013). This theory argues that positive complementarities emerge when the marginal return to one activity or resource increases in the presence of another activity or resource (Milgrom and Roberts, 1995). Complementarity theory emerged from empirical observations, which show that changing only one or two operational factor(s) at a time may not come close to all benefits that are available when a system of specific complementarities is addressed in a purposeful and synchronized manner.

Complementarity theory is a kind of meta-theory; it does not focus on the identification of the factors...
that should be accounted for, but addresses how the chosen factors should be accounted for. Furthermore, complementarity theory offers two different approaches to investigation (Ennen and Richter, 2010). The interaction approach studies the interaction of a few factors, two or three, and produces a detailed account of the nature of such an interaction. The interaction approach, however, disregards other factors that condition the studied phenomenon. The systems approach, on the other hand, focuses on all key factors simultaneously to account for the total “systemicity” of the investigated phenomenon, yet ignoring the specific nature of the local interactions between two or three factors (ibid.). Previous studies show diversity across the individual determinants of the productivity of a software programmer, each explaining some productivity variance. To the best of the authors’ knowledge, there are no current attempts to offer a more comprehensive understanding of the productivity of a programmer. Therefore, the research model proposed in this study assumes the systems approach of complementarity theory to investigate what factors need to be synchronized together in a complementary manner, thereby conditioning the software programmer’s productivity.

3 Research Model of Software Programmer Productivity

The proposed research model for the productivity of a software programmer is outlined in Figure 1. The formulation process of the model included a careful review of all relevant studies; hence, no new factors were developed in this paper. The literature review provided both a list of potential factors to be included in the model and an account of which factors tend to dominate the productivity of information workers and software programmers. The most central factor is the cognitive style of the programmer (detailed further). Therefore, the subsequent formulation of the model explored the degree of fit or complementarity between both the available factors and their fit with the cognitive style factor. This process resulted in a model with eight factors, besides the dependent factor. While these elements have a certain interaction with each other, they are listed here in a linear manner by necessity.

Figure 1. Research model for the productivity of an individual software programmer

Integrating the empirical evidence obtained from prior studies, we developed two theoretical propositions regarding complementarities that, when matched correctly, can affect individual programmer’s positively. The formulated propositions, along with a more detailed support for their development, are specified below.

3.1 Cognitive style

The essential component of the productivity of a software programmer is the programmer, a human professional who receives some requirement specification and proceeds with the production of a piece of software. As noticed, this context represents the category of information workers where a key act of
information processing is conducted through human cognitive faculties (Pyörä, 2005) rather than physical capabilities. This means that human cognition is a central factor for the comprehension of information work processes. Studies in psychology have shown that humans may be described in terms of various kinds of cognitive characteristics, which strongly influence the cognitive acts and information processing ability (Agor, 1984; Rowe and Mason, 1987). While there are several partly competing and partly overlapping categorizations of human cognition, in this paper we adopt the Kirton scheme of adoption–innovation (Kirton, 1976; 1994). This scheme argues that human cognition may be characterized along a spectrum, from mainly adaptive behavior to mainly innovative behavior. This categorization reflects differences in human information processing, problem-solving procedures, decision-making modes, and the need for autonomy as well as responses to changes, among others (ibid.). The adaptive cognitive character tends to operate in a systematic and well-structured fashion, step-by-step, and prefers explicit and stable situations that are predictable. In contrast, the innovative cognitive character tends to operate in a creative and ad hoc manner and prefers a lack of imposed and pre-defined structures. We adopted this scheme of adaptive-innovative cognitive style for several reasons. One is that some studies show that both cognitive styles may perform well, or otherwise, depending on the context and its conditions (Kirton, 1994). Second, this scheme produces a good fit with the remaining factors included in the proposed research model. Third, the theory of the firm (Roberts, 2007) shows that a firm’s success is conditioned by a deliberate coordination of two kinds of personalities: systematic and creative (Jablokow and Booth, 2006). Finally, the Kirton scheme is the most explored, elaborated, and well-tested categorization of human cognitive styles, offering well-developed measurement instruments (Brown, 2001). This paper argues that cognitive style constitutes a fundamental determinant of the productivity of a software programmer.

3.2 Work process and environment

A professional software programmer does not operate in isolation. The programmer executes a certain kind of work tasks that constitute a work process (Kock and McQueen, 1996). Some studies show that the character of a work process influences the performance of an information worker (Amabile, 1996; Keen and Scott-Morton, 1978). While several conceptions of work process categorization have been proposed (Weber and Wild, 2005), in this paper we assume the distinction between a structured work process versus a more flexible work process. This distinction shows a clear impact on the performance outcome (MacCormack et al., 2001). A more structured work process is explicitly pre-defined in terms of its constituting activities and their order; also, the inputs and outputs are typically carefully specified (Abdolmohammadi and Wright, 1987). Given this definition, we argue that a structured work process should be conducted by an adoptive cognitive style programmer, while a flexible work process should be carried on by an innovative cognitive style programmer. These factors should complement each other in relation to the productivity achieved in a manner that any alternative pairing of the two factors may not produce.

A software programmer receives a certain kind of input from its environment, the so-called requirement specification, that informs the programmer of which functions and information the software system is to offer (Bourque and Fairley, 2014). The quality of the input delivered from the programmer’s environment may vary, depending on the context (MacCormack et al., 2001). To account for such variations and their impact on the programmer’s performance, a distinction is adopted in this paper between stable and dynamic environments, in line with the contingency school thinking (Mintzberg, 1979). A stable environment means that the requirement specification received by the programmer is complete and will change little or nothing during the programming process (MacCormack et al., 2001). A dynamic environment implies that the requirement specification is not complete and changes, sometimes frequently, during the programming process (ibid.).

Given this definition, and with the support of the contingency school’s conception of organizational performance (Burns and Stalker, 1961), we propose that a structured work process, as executed by a software programmer with an adaptive cognitive style, should be matched with a stable environment,
which provides the programmer with requirement specifications that are rather complete and subject to few or no changes during the programming process. On the other hand, the flexible work process, as executed by a programmer with an innovative cognitive style, should be matched with a dynamic environment, which provides the programmer with requirement specifications that are less complete and subject to more frequent changes during the programming process. It is assumed here that these combinations will generate positive complementarities in relation to a programmer’s performance in a manner that any alternative matching of these factors may not achieve.

3.3 Motivation and decision-making

One of the most well researched and established factors that conditions a worker’s productivity is motivation (Frey and Osterloh, 2002). This cognitive factor explains a significant portion of the worker productivity (Kasof et al., 2007) and is also central to a firm’s performance (Roberts, 2007). Studies in psychology established a fundamental difference between exogenously and endogenously induced worker motivation (Amabile, 1996). These studies also show that the high performance of an adaptive cognitive style is matched with a greater degree of exogenous motivation, such as various compensation schemes, while high performance of an innovative cognitive style shows a greater fit with endogenously induced motivation, such as positive appreciation from a manager (Amabile et al., 1994; Baer et al., 2003). Therefore, we argue that the proposed elaborated model for the productivity of a software programmer includes exogenous motivation as a complement to the adaptive cognitive style and endogenous motivation complements the innovative cognitive style.

Another central area of information worker productivity is associated with worker freedom, autonomy, or self-management (Zabojnik, 2002). Operationally, this may be translated into decision-making freedom, authority, or power (Kozlowski and Bell, 2003). Decision-making, a cognitive act, is central for many information jobs both in terms of decision frequency and scope (Hunt et al., 1989; Rowe and Boulgarides, 1992), and has shown a significant impact on information worker productivity (Ahearne et al., 2005; Baer et al., 2003). Various studies in psychology demonstrate the presence of complementarity between the decision-making authority, in terms of centralization versus decentralization, and an individual’s cognitive style (Amabile, 1996; Axtell et al., 2000; Oldham and Cummings, 1996). A higher degree of centralization provides a software programmer with fewer decisions and more given guidelines when a requirement specification is ambiguous, and should, therefore, constitute a complement to an adaptive cognitive style (Baer et al., 2003). On the other hand, a higher degree of decentralization offers a software programmer more freedom to decide on how to act and change actions, without the need to consult a manager or other decision maker, and should constitute a complement to an innovative cognitive style (Axtell et al., 2000; Oldham and Cummings, 1996).

3.4 Information technology tools

Working tools, such as various information and communication technologies (IT), are for an information worker what mechanical devices are for a physical worker (Zuboff, 1988). In the case of a software programmer, different IT systems may be utilized to produce a piece of software (Bruckhaus et al., 1996). Some studies argue that various IT systems may show different degrees of support, or fit, with various kinds of work processes (Collins, 2003; Mitchell and Zmud, 1999) and argue that the greater the degree of fit between the functionality of an IT system and the supporter work process, the higher the productivity (Das and Narasimhan, 2001). Some IT systems offer functionality with a high degree of customization to support a unique work process, so that specific IT system functions are directly linked to certain activities in a pre-defined work process (Beschab and Piot, 2007); we call such IT systems “closely-linked.” Other IT systems offer more general functionality, which can support several versions of a certain kind of a work process, which, in turn, gives greater flexibility for various workarounds (Weber et al., 2008); we call such IT systems here “loosely-linked.” We argue that the high performance of a software programmer with an adaptive cognitive style, who utilizes a structured work process, is complementary with an IT system that is closely-linked. On the other hand,
the programmer with an innovative cognitive style, who uses a flexible work process, is complemented by an IT system that is loosely-linked.

While the proposed complementarity of the IT system specifies a fit with the work process, we also suggest a fit between the IT system and the cognitive style of the software programmer. Some studies show that various cognitive styles have a preference with regard to the representational mode of information (Benbasat and Dexter, 1985; Riding and Douglas, 1993), a cognitive feature, with a key distinction between graphical representations versus alphanumeric representation modes (Yazici and Kluczny, 1993), which also gives rise to differences in information worker productivity (ibid.). Therefore, we argue that the high productivity of a software programmer with an adaptive cognitive style is complemented by the use of a predominately alphanumeric representation mode provided by the IT system utilized to support the work. On the other hand, the high productivity of a software programmer with an innovative cognitive style is complementary to the use of predominately graphical representational mode, provided by the IT system, as employed in the work process.

3.5 Training

Information workers, and software programmers in particular, are dependent on the skillful use of advanced work technologies, such as work processes and IT systems (Webster, 2012). The mastery of such work technologies influences work productivity (Hitt and Brynjolfsson, 1997) and may be supported and enacted with various training and education forms, which induce learning and develop work capabilities (Hayes and Allinson, 1997). Many studies have explored and established the significance of training and education of an information worker, which advances the cognitive ability to perform both new tasks and current tasks in a better manner (Berings et al., 2005; Hayes and Allinson, 1997; Sadler-Smith and Smith, 2004). Further, the cognitive character of information workers shows a correspondence to the training form (Amabile, 1996). In our attempt to account for this complementarity in the case of a software programmer, we argue that a programmer’s training can assume two modes. The first mode stipulates training that is received mandatorily and in a pre-defined, well-structured fashion, prior to the initiation of the use of work technologies, such as the work process and the IT system; we can call this form “push-mode training.” The second form of training is received optionally, on demand, both prior the initiation of the work technology use and after, with the desired frequency and when the programmer wishes to have it; we call this mode “pull-mode training.” Given this definition, we argue that the high productivity performance of a software programmer with an adaptive cognitive style is complemented with push-mode training, while the high productivity of a software programmer who has an innovative cognitive style is complemented by pull-mode training.

3.6 Productivity of software programmer

In software engineering, a quantitative dimension is often characterized by a change in the quantity of a developed product for a given period, while a qualitative dimension refers to the quality of the software (Duncan, 1988). The input effort is usually a sum of the resources used to produce the output. In software programming, the main share of resources is the programmer’s working hours spent on the software product development (Canfora et al., 2007). Since output measures, such as the physical length of the written codes, do not indicate whether an individual is productive or not, as these metrics depend on the coding style of the software programmer (Tomaszewski and Lundberg, 2005), the time devoted by the programmer to complete the assignment is assumed in this paper to characterize the quantitative dimension of the software programmer’s productivity metric.

Software programming must also meet certain specific qualitative requirements, typically expressed in the input as the requirement specification (MacCormack et al., 2001). Indeed, variations in the quality of software produced may explain variations in the time needed to produce it. While software quality may be conceived in several terms, the notion of software quality adopted in this paper accounts for two critical dimensions: firstly, the degree of completeness of the software versus the pre-specified characteristics, as articulated by the requirements; secondly, the correctness of the software produced,
which refers to the number of defects in the produced software (Edberg and Bowman, 1996). Software programmer productivity is therefore understood in this paper as a function of the time devoted to produce the software and the software’s degree of completeness and correctness.

4 Total System of Factors and its Propositions

The above-detailed factors are organized into a system of complementarities, offering two propositions that specify the conditions of a programmer’s productivity:

Proposition 1: Maximal productivity is achieved by a software programmer with an adaptive cognitive style when a structured work process is employed in a stable environment and the programmer is motivated exogenously, exposed to a high-degree of centralized decision-making, and using an IT system that is both closely-linked to the work process and predominately offers the alphanumeric representation mode of information, and where work technology training is delivered in a push-mode, compared to any other configuration of these complementarities to the adaptive programmer.

Proposition 2: Maximal productivity is achieved by a software programmer with an innovative cognitive style when a flexible work process is employed in a dynamic environment, the programmer is motivated endogenously, exposed to a high-degree of decentralized decision-making, and using an IT system that is both loosely-linked to the work process and predominately offers graphical representation mode of information, and where work technology training is delivered in a pull-mode, compared to any other configuration of these complementarities to the innovative programmer.

5 Discussion

This paper represents an attempt to advance the long-standing efforts to understand a software programmer’s productivity. The proposed research model is based on an integration of various independent productivity factors organized into a system of eight complementary factors with binary value ranges determining a programmer’s productivity. This formulation enables us to derive two key isomorphic propositions, centered on the cognitive style of a programmer. Due to its tractability, the proposed model may guide empirical tests and provide several potential contributions. First, the model provides a novel and more comprehensive understanding of the productivity of a software programmer, in particular, and an information worker, in general. Second, the model may also contribute to the recent and growing literature on complementarities and their fit, especially as there are very few conceptions on the individual level and none that adopts a systems approach. Third, the proposed model may also contribute to the debate on the productivity paradox, particularly on how the use of IT systems may generate productivity gains at the level of an individual worker. Fourth, as the proposed research model draws on factors developed in various disciplinary quarters, such as psychology, managerial economics, organization studies, operations management, and information systems, this approach may contribute to each of these theoretical bodies with respect to how each adopted factor may be complemented with a unique set of other factors. Eventually, the proposed model may guide practitioners by suggesting which factors should be addressed and what is the nature of their synchronization.

The proposed model has several limitations. First, it focuses on the productivity of an individual programmer, while software may also be developed by teams of programmers. However, several studies argue that a comprehension of the team level requires an understanding of the individual level dynamics (Fong Boh et al., 2007; Sonnentag and Volmer, 2009). Second, we selected eight factors from a large set of established factors; we may have discarded some relevant and established factors. Third, the selection of factors was sourced in already established and documented studies, meaning that there may always be unknown elements, not previously surfaced by a study, that play a significant role, but are not accounted for in this paper. However, compared to the large set of studies that document the effects of single productivity factors, the proposed model offers a qualitative advancement by addressing multiple conditions affecting the productivity of programmers.
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